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Abstract –The  implementation  of  FIR  filters  on  FPGA  based  on traditional  method costs considerable hardware  

resources, which goes against the decrease of circuit scale and the increase of system speed.  A  new  design  and   

implementation  of  FIR  filters  using Distributed   Arithmetic  is  provided  in  this  paper  to  solve  this problem. 

Distributed Arithmetic structure is used to increase the resources usage while pipeline structure is also used to 

increase the  system speed. In addition, the devided LUT method is also used to decrease the required memory units. 

The simulation results indicate that FIR filters using Distributed Arithmetic can work stable with high speed and  can 

save almost 50 percent hardware resources to decrease the circuit scale, and can be applied to a variety of areas for its 

great flexibility and high reliability. 
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I. INTRODUCTION 
 

Digital filters are the essential units for digital signal processing systems. Traditionally, digital filters are achieved 

in Digital Signal Processor (DSP), but DSP-based solution cannot meet the high speed requirements in some 

applications for its sequential structure. Nowadays, Field Programmable Gate Array (FPGA) technology is widely 

used in digital signal processing area because FPGA-based solution can achieve high speed due to its parallel 

structure and configurable logic, which provides great flexibility and high reliability in the course of design and later 

maintenance. In general, Digital filters are divided into two categories, including Finite Impulse Response (FIR) and 

Infinite Impulse Response (IIR). And FIR filters are widely applied to a variety  of  digital  signal  processing  

areas  for  the  virtues  of 
providing linear phase and system stability. 
 
The FPGA-based FIR filters using traditional direct arithmetic costs considerable multiply-and   accumulate 

(MAC) blocks with the augment of the filter order. However, according to Distributed 

Arithmetic, we can make a Look-Up-Table(LUT) to conserve the MAC values and callout the values according to 

the input data if necessary. Therefore, LUT can be created to take the place of MAC units so as to save the hardware 

resources.   
 

This paper provide the principles of Distributed Arithmetic, and introduce it into the FIR filters design, and then 

presents a 31-order FIR low-pass filter using Distributed Arithmetic, which save considerable MAC blocks to 

decrease the circuit scale, meanwhile, devided LUT metherd is used to decrease the required memory units and 

pipeline structure is also used to increase the system speed. 
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II. DISTRIBUTED ARITHMETIC 
 

Distributed Arithmetic was first brought up by Croisier, and was extended to cover the signed data system by Liu , 

and then was introduced into  FPGA design to save MAC blocks with the development of FPGA technology. 

Distributed Arithmetic was first brought up by Croisier. 

The N-length FIR filter can be described as:  

 
Where h[n] is the filter coefficient and x[n] is the input sequence to be processed. The FIR structure consists of a 

series of multiplication and addition units, and consumes N MAC blocks of FPGA, which are expensive in high 

speed system. Compared with traditional direct arithmetic, Distributed Arithmetic can save considerable hardware 

resources through using LUT to take the place of MAC units. Another virtue of this method is that it can avoid 

system speed decrease with the increase of the input data bit width or the filter coefficient bit width, which can occur 

in traditional direct method and consume considerable hardware resources. 

Distributed Arithmetic is introduced into the design of FIR filters as follows. In the two's complement system, x[n] 

can be described as: 

 
 

Substituting equ.(2) into equ.(1) yields: 

 
The second part of the  equ. Can be changed into another  form: 

 
Substituting equ. (4) Into equ. Yields to the final form of Distributed Arithmetic: 

 
 
Take a close look at the right part of equ. Considering 
  
the limited possibility of input data, we can conserve  
 
the values of  

N −1 

∑ h[n]x
b 
[n] into a LUT unit and then callout the    

 n = 0  

Revalent value according to the input data to save MAC blocks. And then the weighted   sum   of 
  N-1     

∑ h[n]x
b 
[n] is   calculated through   shift registers 

  
n = 0 

                                       B-1       N-1 

the result is ∑2
b
∑ 

h[n]x
b 
[n] In signed system,   

 
                                     b = 0          n = 0 

the signed bit should be taken into consideration so   −2
B  

x [n]h[n] is also added. As a result, the final form of 

Distributed Arithmetic is defined as equ. (5) and the implementation can be achieved on FPGA through LUT units. 

As the expatiation above, the basic Distributed Arithmetic structure can be described as Fig.1. The dotted rectangle 

is the register.  
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xb[N−1] xb[N − 2] … xb[0] Coefficient value 

0 0 … 0 0 
… … … … … 
bN −1 bN −2 … b0 h[0]⋅b0 +...+h[N−1]⋅bN−1 

… … … … … 
1 1 … 1 h[0] + ... + h[N −1] 

 

 
Fig.1 The basic Distributed Arithmetic structure 

According to the input sequence, we can conserve the 
Coefficient values in LUT  unit,  the LUT constructing formula is given in Tab.1. 

 
Tab.1 LUT constructing formula 

 
 
 
 
 
 
 
 
 

 

With above structure and coefficient values of LUT, we can achieve a variety of filters to meet various 

requirements. 
 
 

III.FILTERS DESIGN 

 

In the  c o u r s e  o f  F I R  f i l t e r s  d es i gn , r ang ing  ca n  b e  generated at the edge of transition band for the 

reason that finite series Fourier transform cannot produce sharp edges. So windows are often used to produce 

suitable transition band, and Kaiser Window is widely used for providing good performance. The parameter    is an 

important coefficient of Kaiser Window which involves the windows types. We can get a variety of windows like 

Rectangular window, Hanning window, Hamming window, and Blackman window with the adjustment of β. 

 

A 31-order FIR low-pass filter is designed using Kaiser Window, and the parameter is as follows: =3.39, w=0.18. 

We can obtain the filter coefficients using Mat lab as follows.   

h(0)=h(31)=0.0019;h(1)=h(30)=0.0043;h(2)=h(29)=0.0062;h(3)=h(28)=0.0061;h(4)=h(27)=0.0025;h(5)=h(26)=-

0.0050;h(6)=h(25)=-0.0148;h(7)=h(24)=-

0.0236;h(8)=h(23)=0.0266;h(9)=h(22)=0.0192;h(10)=h(21)=0.0015;h(11)=h(20)=0.0351;h(12)=h(19)=0.0774;h(13)

=h(18)=0.1208;h(14)=h(17)=0.1566;h(15)=h(16)=0.1768. 

 

In Matlab data is described in the floating-point form while described in the fixed-point form in this FPGA system. 

After quantizing the filter coefficients using 12-bit-width signed binary, we can obtain the final coefficients as 

follows: 

h(0)=h(31)=4;h(1)=h(30)=9;h(2)=h(29)=13;h(3)=h(28)=12;h(4)=h(27)=5;h(5)=h(26)=-10;h(6)=h(25)=-

30;h(7)=h(24)=-48;h(8)=h(23)=-55;h(9)=h(22)=-

39;h(10)=h(21)=3;h(11)=h(20)=72;h(12)=h(19)=158;h(13)=h(18)=247;h(14)=h(17)=321;h(15)=h(16)=362.With 

above coefficients in Matlab, the frequency-amplitude characteristic of the filter is described as Fig.2.  

 
 
           Fig.2 Frequency-amplitude characteristic of the filter 

From Fig.2, we can observe that the low-pass filter has a good permanence for low-pass filtering, and the cut-off 

frequency is 2.88 MHz if the sampling frequency is defined as 32 Mhz. We can achieve the filter on FPGA 
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according to Fig.1 and Tab.1. However, considering the even symmetry of the coefficients,  we can use equ. (6) to 

simplify the system . And the final values are definite as the input of shift registers. 

y[i]=x[i]+ x[31-i]  i=0,1...15 

However, with the increase of filter order, the scale of LUT will increase dramatically, which will cost more time to 

look up the table and more memory to store the values. Therefore, we can divide the LUT unit into four small LUT 

units to solve this problem. Then the value of the four devided LUT units is added as the final value. Coefficient 

values of small LUT is given in Tab.2.  

 

Tab.2 Coefficient values of LUT 

 

 

b3b2b1b0 
 
Data 

 
0000 
 
0001 

 
0010 
 
0011 

 
0100 
 
0101 

 

0110 
 
  0111 

 

1000 
 
1001 
 

1010 

 

1011 

 
1100 
 

1101 

 
1110 
 

1111 

 
0 
 
h[0] 

 
h[1] 
 
h[0]+ h[1] 

 
h[2] 
 
h[0]+ h[2] 

 

h[1]+ h[2] 
 
h[0] + h[1]+ h[2] 
 

h[3] 
 
h[0]+ h[3] 
 

h[1]+ h[3] 

 

h[0]+ h[1]+ h[3] 

 
h[2]+ h[3] 
 

h[0]+ h[2]+ h[3] 

 
h[1]+ h[2]+ h[3] 
 

h[0]+ h[1]+ h[2]+ h[3]  

Pipeline structure is also used to increase the system speed. The pipelining technology is to divide combinational 

circuit into small parts, and then insert a register in the middle of the two parts to increase the system speed. The 

filter designed in this paper 
Contains 3 level registers. Although it will increase the time delay, but helps to increase the system speed. 

Considering all the factors above, we achieve the new structure based on Distributed Arithmetic as Fig.3. 
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Fig.3  Structure of FIR filter based on Distributed Arithmetic 

 

The input data is defined as 12-bit-width complement, and the system can also process signed signals. According to 

the structure above, we achieve the whole design using Verilog language in Quartus 6.2. 

 

V. IMPLEMENTATION AND RESULTS 

The proposed is Distributed Arithmetic  designed using Verilog hard ware description language and structural form of coding. 

The basic block of design is luts. The design is completely synchronized by the clock..The code is completely synthesized using 

Xilinx XST and implemented on device family Virtex-5, device XC5VL50, package FF324 with speed grade -2. 

 

Fig 4 Simulation results 

 

 

Mat lab and Modelsim are used as the simulation platforms. We can analysis the changes between the input wave 

and the output wave to observe the permanence of the designed filter through Mat lab , while observing the real-

time implementation performance of FPGA  through Modelsim. 

 

To observe the performance of the designed filter, a square signal of 1.6MHz is generated as the input by Mat lab, 

and the sampling frequency is 32MHz. The data is changed into the two's complement form and stored in the file 

named fir_in.txt. And the data is called out later as the input of the FPGA filter through test bench language in 

Modelsim, the output data is shown in the waveform workstation and also stored into the file named fir_out.txt, 

which can be read by Mat lab to make a contrast to analysis.  
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In Fig.4, the waveforms are in frequency domain. They are the frequency spectrums of input signal, filter and output 

signal respectively. We can observe that the output wave only contains low frequency signal after the 

implementation of the filter. We can conclude that the filter coefficients are suitable for the test. 

 
Fig.4  Frequency domain waveform 

In Fig.5, the waveforms are in time domain. They are the input signal, output signal, and the filted signal by FPGA 

filter respectively. We can observe that output filted by FPGA filter is  almost the same as the output simulated by 

Matlab, the permanence of the designed filter is perfect. 

 
Fig.5  Time domain waveform 

 

In Fig.6, it is in the Modelsim simulation environment, and the time delays is just the time of the implementation of 

FPGA filter. 

 

 
The test results above show that the filter works stable, and completely meets the designed requirements. It cost 

2221 logic elements and obtain 220M system speed using traditional direct arithmetic, while only cost 1110 logic 

elements and obtains 230M system speed using Distributed Arithmetic.  Therefore,  we can save almost 50 

percentage of the hardware resources using Distributed Arithmetic to decrease the hardware scale. And we can 

obtain a higher speed if we sacrifice the hardware resources for speed using other relevant technologies. 

 

V. CONCLUSION 

This paper presents the design and implementation based on Distributed Arithmetic, which is used to realize a 31-

order FIR low-pass filter. Distributed Arithmetic structure is used to increase the resources usage while pipeline 
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structure is used to increase the system speed. The test results indicate that the designed filter using Distributed 

Arithmetic can work stable with high speed and can save almost 50 percent hardware resources’. Meanwhile, it is 

very easy to transplant the filter to other applications through modifying the order parameter or bit width and other 

parameters, and therefore have great practical applications in digit signal processing. 
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